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Abstract

We describe a distributed object-based design for repositories in a digital library infrastructure. This
design for Inter-operable Secure Object Stores, ISOS, defines the interfaces to secure repositories that
inter-operate with each other, clients, and other services in the infrastructure. We define the interfaces to
ISOS as class definitions in a distributed object system. We also define an extension to CORBA security
that is used by repositories to secure access to themselves and their contained objects.

1 Introduction

This paper describes a fundamental component of digital libraries, repositories for information in digital
form. The success of any such design will depend greatly on its fit with the existing social, economic, and
legal context. We define this context as follows.

e The legal framework for protecting intellectual property is strongly established in our existing infor-
mation infrastructure. The digital analogue will succeed only if it fits within this existing framework.

e The existing infrastructure consists of a large number of diverse and competitive parties. The digital
infrastructure will fail if it tries to impose centralized control or standardization on these parties, other
than that necessary for inter-operation with other services and protection of intellectual property.

e The use and protection of derivative works is a fundamental notion. The shift to the digital domain
opens up many new opportunities for deriving new content from existing content. The infrastructure
must exploit this capability, yet protect all parties from abuse of the technology.

The approach presented in this paper, a design for Inter-operating Secure Object Stores (ISOS), is based
on a framework for distributed digital information systems first articulated by Robert Kahn and Robert
Wilensky [19], as part of the CS-TR project[1], and further investigated in [22]. Kahn/Wilensky broadly
defines the components of an open system for storage, access, dissemination, and management of information
in the form of digital objects. A digital object i1s a content-independent package that includes the content of
a work, a unique identifier for the digital object (its handle), and other data about the object, such as the
terms and conditions for use of the object. Repositories logically store digital objects and are responsible
for protecting resident objects according to their respective terms and conditions. An access request on a
digital object produces a dissemination, which contains the results of the access request (determined by the
parameters in the request) and additional data specifying the origin of the dissemination and the specific
terms and conditions governing its use. It is important to note that Kahn/Wilensky does not restrict a
dissemination to have the same data as the source digital object. Nor does it specify that the dissemination
is necessarily some subset of the digital object’s data (e.g., a dissemination that is the result of an access



request for a single page of a book stored as a digital object). For example, a digital object may be an
executable program and disseminations may be produced by running the program using the parameters
in the access request as input. Finally, Kahn/Wilensky present the basic components of a protocol, the
Repository Access Protocol (RAP), which includes services for deposit of digital objects and access to digital
objects.

Kahn/Wilensky makes no assumptions about implementation details. This paper describes one possible
design approach to the Kahn/Wilensky framework; based on the distributed object model. We have cho-
sen this model because it allows us to define ISOS interfaces without linking them to specific transport or
session layer protocols. Within this object-oriented framework, ISOS makes two contributions. First, it pro-
vides class definitions (instance variables and methods) for the objects in Kahn/Wilensky: digital_object,
dissemination, repository, data, and terms_and conditions. The methods are semantically equivalent
to Kahn/Wilensky RAP. These class definitions are the basis for interoperability among individual ISOS
repositories and between these repositories and other digital library services. Second, ISOS defines a uni-
form and extensible method for securing access to repositories, to digital objects, and to operations on
digital objects. Because CORBA has a relatively well-defined security architecture, we use it as the basis
for defining security in ISOS. We define a new object class, terms_and _conditions, that is an encapsulation
of the stated terms and conditions that apply to access to repositories, digital objects, and disseminations.
This terms_and_conditions class interacts with the CORBA security architecture allowing a repository to
provide protection for the objects that it contains.

The remainder of this paper is structured as follows. We summarize the broader societal framework into
which TSOS fits. We then describe the primitive classes that are defined by ISOS and their context within a
distributed digital information system. We follow this with a description of the ISOS security architecture
and its enhancements to the CORBA security model. Finally, we list planned future work based on this

design.

2 The Social, Economic, and Legal Frameworks

The social, economic, and legal frameworks for dissemination of information on networks are still emerging.
Current information services, such as those currently available on the Internet, provide essentially no control
over the use of on-line information and are therefore most suitable for public access to open information.
This is an important class of information, but, more systematic control is a prerequisite for the dissemination
of items that are not in the public domain and for on-line commerce.

Following Kahn/Wilensky, ISOS makes no assumptions about what particular economic and legal frame-
works will eventually emerge. It provides a structure that can be used to manage a wide range of terms and
conditions associated with digital objects. To achieve this end, terms and conditions are associated with each
digital object, dissemination, and repository in the design. The repository stores these terms and conditions
and enforces them as a precondition to accessing stored digital objects. Repositories will necessarily need to
be consistent with the current and emerging legal framework.

The creator of a digital object and the party that stores the object in a repository are able to assign
terms and conditions to the object. These terms and conditions associated with digital objects may take
many forms. They might include, for example, access restrictions, claims of copyright, or payment terms.
For example, access to an object might be free to members of a certain community (e.g., university students)
but might require payment from others. Some objects might require a certain security clearance to be
disseminated. There are many permutations of different types of terms and conditions and the possibility
exists for very complex formulations. Frequently, however, most parties are interested in terms and conditions

Repositories must enforce access controls to the stored objects according to their respective terms and
conditions. They may keep a log that records fulfillment of terms and conditions and may be called upon
to produce records for certain transactions. The design of the repository provides a secure interface, which
ensures that these terms and conditions are observed in all interactions with the repository.

Clients must satisfy repositories that they meet the stated terms and conditions for the dissemination of
a particular digital object. This requires a means to request, present, and negotiate terms and conditions
via information networks. This includes specification of a method for codifying terms and conditions that is



portable and extensible, and which allows them to be inter-operable among different platforms and between
different clients and repositories. Tt also includes the procedures by which a client (which might be another
repository) can inquire about terms and conditions from a repository and obtain disseminations of the digital
objects.

3 ISOS Base Classes

ISOS, by itself, is not a digital library. It is the component of the infrastructure that provides secure storage
for the items in a digital library collection. A digital library infrastructure will include many other services.
ISOS is directly dependent on some of these such as naming services (in this paper and in our planned
implementation we use the CNRI handle service [12]), authentication services [26] [21], and payment services
[3] [25] [9]. Some higher level services that may use the services provided by ISOS are indexing and search
services [16] [4], browsing services [13], annotation services [27] [10], and link services [20].

terms and

conditions

access_digital_object

get_dissemination

dissemination

terms and

conditions

terms and

description of symbols conditions

[ has

association

(numbers indicate cardinality)

Figure 1: Relationship of ISOS base classes.

In this section we describe the components of the infrastructure that ISOS provides. We do this by
describing® the five base classes in the ISOS class hierarchy. This class structure could be implemented in
any distributed object architecture; e.g. CORBA or OLE [7].

An overview of the class hierarchy is as follows (figure 1 - notation from Grady Booch [6]). The class
repository contains the method that allows clients to reference instances of class digital_object and
subsequently execute methods on those instances. The class digital_object is a content-independent
package for digital material, a unique identifier for the material, and additional items that enforce and
record access to the material. Instances of digital object are (repository) server resident and are only
accessible to clients as remote references (i.e., the digital object itself is not instantiated on client). The class
disseminationis a content-independent package for digital material and related data (including conditions of

1The included class descriptions are not complete. We describe the subset of instance variables and methods that are
essential for understanding the ISOS design.



use) that is instantiated at the client when the client invokes a digital object’s get_dissemination method. The
class data, which is a package for content, is contained within each instance of the classes digital object
and dissemination. . Finally, the class terms_and_conditions, which encapsulates access rules that secure
access, is contained within each instance of the classes repository, digital object, and dissemination.
The description of the class terms_and conditions is left to section 4, which describes the ISOS security
architecture in detail. These are the publically visible classes in ISOS, an implementation will define other
classes that are used internally.

We use the term nvocation throughout the class descriptions. Distributed object-oriented applications,
like their non-distributed counterparts, execute by invoking methods on objects, which are instances of
defined classes. The objects may reside on servers, rather than being in the same memory space as the caller
of the method. Clients refer to an object on a server using an object reference, the result of an invocation.
The distributed object system routes the method request to the server resident code for the object instance
and returns results to the client.

DIGITAL OBJECT A digital object is a content-independent container for instances of class data. In this
sense, any class hierarchy that descends from digital_object will be orthogonal to that for class data.
Expressed informally, there will not be different types of digital objects for video content, text, agents, etc.
In addition to data, the class digital_object contains a handle?, its unique identifier, and access_rules,
which are an instance of the class terms_and conditions. These access rules control invocation of the
digital object and access to its methods.

The important method for class digital object is get_dissemination which returns to the client an
instance of the class dissemination.

REPOSITORY The class repository has two notable instance variables. First, the handle of the repository is
the unique, persistent identifier for that repository. This identifier is registered with the name service. Second,
access_rules, which are an instance of the class terms_and conditions, are used to control invocation of
an instance of repository by a client. We assume that certain repositories might need this level of security,
separate from that provided for each digital object.

Clients use the repository method access_digital_object to obtain invocations of instances of class digital object
that are “contained” in the respective repository. The client supplies the handle of the digital object as the
method parameter. The repository method deposit_digital_objeci 1s called by a client to instantiate an in-
stance of digital object in the respective repository.

DISSEMINATION Instances of the class dissemination are created on a client as the result of a call on the
get_dissemination method for a digital object. Each dissemination instance contains an instance of the
class data. There i1s no requirement that the data in a dissemination is identical to or contained within
the data in the source digital object. In fact, it may be a completely different sub-class of the class data
than that in the source digital object. Some examples illustrate the scope of this relationship. There may
be a digital object which contains the fixed PostScript encoding of a computer science technical report. A
dissemination of this digital object may contain that same PostScript encoding, or a portion thereof. There
may also be a digital object that contains an program that is recording the current video image of a Senate
session. A dissemination of this digital object might be the MPEG clip of the ten minutes of that session
on September 1, 1995. Finally, there may be a digital object that contains an program, a dissemination of
which might contain another program that interacts with the user, external services, and the source digital
object in the repository.

A dissemination also contains access_rules, an instance of the class terms_and conditions. These
control access to the dissemination, and are derived from the rules in the source digital object. Note that
securing access to the dissemination (e.g., enforcing payment per access) is complex since the dissemination
is not contained in repository. We are exploring methods for doing this, such as encrypting the data in
the dissemination and including in the access rules the location of a network-accessible “applet” that would
decrypt the data only after enforcement of the access rules (e.g. interaction with a payment service).

2Note that handles, which are a general naming scheme outside the distributed object domain, are distinct from CORBA-type
object references. This requires mapping from the handle to the object reference throughout this design.



DATA Each instance of the classes digital object and dissemination contain an instance of the class
data. The primitive class data simply packages a bit stream, with a basic get method to access that bit
stream. Real use of the design, however, will depend on extensive sub-classing of this class to allow for new
content types. This makes client design difficult since new content types may be introduced that are not
recognized by clients. Dynamic object facilities such as the CORBA Interface Repository[29] and Dynamic In-
vocation Interface[8] will facilitate this sub-classing. Some sub-class examples of data are PostScript_data,
with a get method allowing specification of a page range, and MPEG_data with a get method allowing specfica-
tion of a time-slice. We define, as in Kahn/Wilensky, two sub-classes of data: contained digital object,
which contains an instance of digital object (thereby allowing a digital object to package another digital
object), and contained handle, which contains an instance of a handle (thereby allowing a digital object
to reference another digital object). Finally, we do not restrict each instance of data to be a singleton. For
example, a digital object might contain data that is a set of contained handle, effectively allowing a
digital object to reference a group of digital objects (e.g., a digital object for a computer science technical
report that contains the handles of the digital objects containing that report in different formats.

A Demonstration of ISOS interaction

A sample interaction of these ISOS objects with other objects in a digital library infrastructure is demon-
strated by the following brief example. The security issues of the example are discussed more completely in
4.

Lucy 1s a computer science graduate student who wants to find research papers on “functional program-
ming”. She knows that CS Research Associates (CSRA) has done an excellent job indexing computer science
research. CSRA has done this by getting permission (perhaps through licensing) from many computer sci-
ence research repositories to browse their collections and index them. Using her browser, Lucy searches the
CSRA index and sees a set of search “hits” on her screen. She chooses one of the hits, a paper in ACM
TOPLAS, and the following set of steps occur:

1. Resolve the handle. Using the name service, the browser resolves the handle to one or more
repository handles. The browser may then select one repository based on some user profile (cost
based, location based) or other decision process.

2. Resolve the repository handle. Again using the name service, the browser resolves the repository
handle to the object identifier of the repository.

3. Create a client invocation of the repository object. This invocation is, in effect, the initiation
of a session with the repository, and is the binding that the client can use for further method calls
on the repository object. This step allows the enforcement of any access_rules associated with the
repository. This might involve negotiations between the repository object and client and interaction
with payment and authentication services. The invocation has an associated security context.

4. Access the digital object. The client invokes the repository’s access_digital_object method with the
handle of the digital object as an argument. This returns to the client an invocation of the digital object
that it can use for further method calls on the object. The access rules associated with the object
may require interaction with outside services. This establishes an object-specific security context.

5. Check the type of the data of the object. The client invokes the digital object’s get_data method
to get a binding to the digital object data. This is again subject to access rules and associated
processing. Using this binding the client can check the type of the data and determine whether it
should present the user with access choices (e.g. which pages do you want?). If the type is unrecognized
by the client, this may require client interaction with a dynamic type service.

6. Get a dissemination. The browser invokes the get_dissemination method for the digital object. The
parameters to this may be a data specific method call (e.g. get_page(2)). This returns an instance
(not a binding) of the dissemination on Lucy’s workstation. At this point the interaction with the
repository is complete, since the dissemination is not contained in the repository.



7. View the document. Lucy can now use a view program, which may be the same as the browser,
to view the contents of the dissemination. If the dissemination is protected by access_rules and
encryption, this may require further interaction with other services (e.g. authentication service, type
service).

4 The ISOS Security Architecture

The enforcement of a digital object’s terms and conditions requires a range of security services: authenti-
cation, access control and secure associations. ISOS relies on the CORBA security framework[28] for these
standard security services. In Section 4.1 we summarize the existing security framework defined by CORBA.
Then, in section 4.2 we describe the motivation for terms_and_condition class, which we use as the uniform
device for enforcing secure access to digital objects, repositories, and disseminations and their respective
methods. We then proceed to explain proposed extensions to the CORBA security framework that permit
interaction between its facilities and instances of the terms_and_conditions class. Some of the specifications
in the latter two sections are the basis for long-term research, described in section 5.

4.1 The CORBA Security Architecture
The CORBA Security model is an extension to the standard CORBA framework [14, 28]. The CORBA

security model defines a secure object invocation, which includes:

e establishing a secure association between the client and the object. Authentication is typically
part of this process.

e enforcing the access control for each operation

e logging and auditing

e secure transmission

The key elements of the CORBA protection model are illustrated in Figure 2.

Objects in the CORBA object model and users who act on those objects each have attributes which define
their secure interaction. The client has privilege atiributes (pa) and the protected object on the server has
control attributes (ca). The standard CORBA Object Request Broker (ORB) implements security services
through interceptor objects. The interceptor objects are called by the ORB on each secure invocation. For
example, interceptors are responsible for setting up a secure association between the client and server and for
mediating authentication and access control services. Interceptors implement these basic security services
by creating security objects: the credential object (CO), the security context object (SCO), and the access
decision object (ADO).

Below we outline how security objects and attributes are supported in the CORBA object model.

Client-side attributes and security objects. The client’s privilege attributes (pa), or credentials, define
the principal’s access rights within the CORBA protection model. By definition the principal (client) has an
identity or role within the system, which is represented by his credential within the system. The principal
authenticates to establish his role; and his credentials define his rights to objects within the system. A
Kerberos [21] token is an example of a specific type of credential. A user may have several roles and
identities, which are represented by a set of credentials. A CORBA credential object (CO) encapsulates
(stores) the user’s credentials.

Server-side attributes and security objects. The server side stores and protects the target object.
The server side’s attributes and security objects are as follows.

The protected object’s control attributes (ca) define the level of protection required to access the target
object. Control attributes are set by the creator of the object through CORBA interfaces. For example, a
document’s creator may specify that a Kerberos token belonging to the group “team1” must be presented
to read the protected resource. “kerberos-token-teaml read” are that object’s control attributes.
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Figure 2: A sketch of the CORBA security architecture

The access decision object (ADO) is a security monitor that protects the object and enforces its defined
control attributes. At the time of a method invocation, the ADO is responsible for granting or denying
access to an object. The ADO is a generic representation of an access control system. It encapsulates
the management and enforcement of access control policies. In order for the principal to gain access to an
object, the principal must present credentials to the ADO to satisfy the control attributes of the object. The
ADOQO’s decision is based on the security context of the invocation: the privilege attributes of the principal
making the request and the operation to be performed are compared to the control attributes specified for
the object. An application may implement its own ADQO, which may be substituted for the default ADO.
The application ADO may enforce any access control policies required by the application.

Shared security context. The client and the object on the server communicate securely by setting up a
secure association. When a client attempts to access a protected object, the ORB and interceptors establish
a security context: a security context object (SCO) is created. This process typically requires authentication
and may produce additional credentials. The shared security context is represented by a pair of security
context objects, one at the client and one at the server. The security context is the vehicle by which the
principal’s credentials, stored in the credential object, are transferred and presented to the ADO. The ADO
uses these credentials to make an access control decision with respect to the object.

4.2 CORBA Security and ISOS

Our design is to use the CORBA security model to provide security services for repositories and digital objects
based upon the terms and conditions defined for them. Support for terms and conditions will require facilities
beyond current conventional access control mechanisms: mechanisms to express the terms and conditions,
mechanisms to convert them into the appropriate control attributes, and mechanisms to “explain” them to
clients. Also, when a dissemination of a digital object is created, there must be a mechanism by which



the terms and conditions of the dissemination are created. The terms_and_conditions object performs
these functions.

Every digital object in the repository has a terms_and conditions object. The terms_and conditions
object represents the stated terms and conditions. The rules in the terms_and_conditions object are trans-
lated into the appropriate control attributes. This translation could occur when the terms_and_conditions
object is created or modified, or at the time the object is accessed. This translation will often be very sim-
ple. In the simplest case the terms and conditions are essentially the object’s control attributes, or Boolean
combinations of control attributes expressed as conventional credential schemes. A terms and conditions for
an object, expressed in natural language may be:

Lucy owns “object1” and only she can read, modify, and delete it. Lucy will prove her identity
with a Kerberos token.

The terms_and_conditions object might translate this statement into the following control attributes:
“Kerberos-token-lucy read, modify, delete”.

A fundamental requirement for the ISOS security model is that ISOS must support multiple types of
credentials and access control mechanisms. This is necessary because the stated terms and conditions may
involve credentials of several kinds for a given access. For example, a user may need to have a Kerberos
token for “team1” and a RSA certificate for a member of the “gold card club” to access “object 17.
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Figure 3: CORBA supports multiple types of credentials and access control schemes.

Figure 3 illustrates how the CORBA security framework is designed to support both multiple types
of credentials and multiple types of access control mechanisms [28]. The CORBA model has a generic
credential object , which may be sub-typed to implement a variety of credential schemes. These credentials
are transferred to the access decision object (ADO) via the security context. The ADO is a generic interface,
which may be sub-typed to implement a variety of access control schemes, such as access control list #1
(ACL 1) and access control list #2 (ACL 2). Each access control mechanism would have its own way for
expressing rights associated with an object. ACL #1, for instance, could express and understand “Kerberos
token for team1” while ACL #2 could express and understand “RSA certificate for a member of the gold
card club”.

The ADO would have to have a flexible language to express multiple types of credentials, multiple schemes
for expressing rights for an object, and combinations of types of rights for an object. For example, the ADO
would have to contain some form of boolean logic that could distinguish and enforce “Kerberos tokens AND
RSA certificates”.

The architecture and interfaces in Figure 3 are still under consideration for inclusion in the CORBA
standard, and the exact mechanisms for supporting multiple access control mechanisms is still under discus-
sion. To our knowledge, there is not yet an implementation of an ADO that would support multiple #ypes



of access control mechanisms. The CORBA security model specifically allows applications to enforce their
own access control policies by implementing their own ADO. So, until a CORBA ADO that supports the
necessary access control mechanisms is available, the ISOS repository will replace the ORB’s ADO with it’s
own (application) ADO.

Just as the ISOS server may have to accept multiple types of credentials, the ISOS client may have to
supply multiple types of credentials. The security context object (SCO) is the vehicle by which credentials
are presented to the ADO. The SCO may have to link to external authentication services, which generate
the credential necessary to satisfy the conditions for instantiating a protected object.

For this case, the CORBA security architecture recommends that Generic Security Services (GSS) [23]
be used as a generic interface through which these authentication services are accessed. An authentication
module, or library, which conforms to the GSS-APT is installed on the client. When the security context
object requires a credential the client invokes the correct routine in the authentication module wvia the
GSS-API. The authentication service supplies the correct credential or negotiates with external agents for
credentials on behalf of the client. For example, a Kerberos library on the client would negotiate with the
third party Kerberos authentication service to supply and hand back the Kerberos token to GSS-API and
consequently to the client’s SCO. Similarly, the GSS-API may invoke routines which talk to an agent of an
external payment protocol to negotiate payment tokens on behalf of the client.

4.3 How the terms_and _conditions Class is Used to Enforce Access Control

Stated terms and conditions may go beyond conventional credential schemes, which generally support in-
dividual and group membership. For instance, there may be a requirement for human intervention, either
by the user or some third party, such as a certificate authority or a payment service. There may also be
complicated algorithms required, such as arranging payment and acquiring multiple signatures. This may
involve a negotiation between the user or her client-side software, the repository, and/or other parties. There
may also be negative credentials of various kinds, such as, “the user must not be a felon”.

These relatively exotic terms and conditions require a more complex mechanism to express them, to con-
vert them into appropriate control attributes, and to “explain” them to clients. The terms_and_conditions
object is intended to meet these requirements for these more complex stated terms and conditions.

The terms_and _conditions object encapsulates the terms and conditions as suggested above, and other
behavior necessary to use multiple types of credentials and multiple access control mechanisms. As an
example, suppose the stated terms and conditions specify that the document is freely available, but the
user must acknowledge and abide by the conditions in the copyright statement. This is to be done by
displaying the copyright statement and requesting that the user agree to the terms by pressing “OK”.
(This is a level of protection similar to commonly used “shrinkwrap” licenses around software distributions.)
The get_dissemination method (step 6 in Section 3 ) requires that this procedure be satisfied before the
dissemination is created and returned to the user.

Assume a secure association has been created (steps 3 and 4 of section 3). Figure 4 shows how the object
would be protected using the terms_and conditions object. The numbers in the figure correspond to the
steps in the description below.

1. The client initiates a gei_dissemination request. (Step 6 of Section 3).
2. The request is passed through the client-side interface, across the ORB, to the server.

3. The Interceptor traps the request and calls access_query() method of the ADO. In this case, the decision
is made by an application ADQ, that is, the ADO of the repository.

4. The ADO gets the current credentials from the security contert to determine the principal’s privilege
attributes, which are compared to the control aitributes of the object. In this case, the ADO realizes
that the conirol atiributes are a special type which indicate that the ADO should invoke a method on
terms_and_conditions object of the stored digital object to acquire the necessary credentials.

5. The terms_and conditions object uses the facilities of the security context (SCO) to request the
“credentials” it needs. That is, it requests a “the user has seen and agreed” credential, and passes the
required copyright message to the SCO.
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Figure 4: The Terms_and Conditions Object implements complex sets of credentials

. The SCO, using the GSS API, (securely) transmits the request for credentials, along with the accom-

panying copyright message, to the client.

. The client-side GSS invokes a module or helper program (possibly downloaded in a language such as

Java[24] or Python[2]) to display the copyright statement and collect the response.

. The helper program displays the message and collects the user’s assent.

. The helper program returns the user’s reply (“OK”), and synthesizes an appropriate “credential”.

GSS returns the “credential” to the server-side.

The server-side SCO returns the “credential” to the terms_and conditions object.
The terms_and_conditions object returns “allowed” (or “disallowed”) to the ADO.
Access is granted (or denied) by the ADO, and the method request proceeds (or fails).

The dissemination is created and returned to the user. (Not shown in the figure.)

Future Work

The completion of this paper represents the end of the initial design phase of ISOS. Over the next few months
we plan to prototype the design in an initial implementation that will permit simple terms and conditions.
Following this initial prototype, we plan to explore a number of issues.

Of primary concern is how well the design inter-operates with other digital library services, both object-
based and those based on other paradigms. Coordination with work being done by the six Digital Library
Initiative sites will be especially important. Furthermore, we will examine how well ISOS accommodates
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complex and new data types. Finally, there are a number of issues related to the scalability of the design
that need to be examined; for example replication of digital objects and propagation of changes to digital
objects across replications.

In the longer term, there are a number of research issues related to security that we will explore. ISOS
requires that the stated terms and conditions for every object be translated from natural language into a
machine readable representation. The repository may be required to “explain” the terms and conditions
to other parties, including client software, user agents, and other cooperating repositories. This requires a
protocol for establishing a mutually intelligible “language”, and other suitable languages. This is an active
area of research. For instance, the Stanford DLI project [15], several ARPA projects (the KQML project
[11], the IIT project [17], the NIII project [5]) and the CADR group at Tllinois [18, 30] all address aspects of
this problem.

It is also desirable that the terms and conditions be maintained in a way that is understandable by
humans. It should always be possible for authorized parties to obtain a human readable version of the terms
and conditions in effect. This version should be an accurate reflection of the actual rules that are enforced.

A third desirable goal is for terms and conditions to be relatively permanent and portable. While the
actual enforcement mechanisms depend on the specific platform and architecture, the stated terms and
conditions should be portable to new platforms, and should carry forward as time passes.
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